***Лабораторная работа* *7***

*ПРОГРАММИРОВАНИЕ ОБРАБОТКИ*

*ИСКЛЮЧИТЕЛЬНЫХ СИТУАЦИЙ*

**Цель работы**: изучить синтаксис и семантику определения и вызова исключений, синтаксис обработчика и спецификации исключений; приобрести практические навыки запуска исключений; изучить особенности применения стандартных библиотечных исключений.

**Задание:**

Используя модифицированный АТД, обработайте все возможные исключительные ситуации.

**Код программы:**

#include <stdlib.h>

#include "stdio.h"

#include <iostream>

using namespace std;

// Базовый класс

template <class T1, class T2>

class Agr {

public:

Agr<T1, T2>();

Agr<T1, T2>(const char\* name, T1 n, T2 t);

void input();

void print();

Agr<T1, T2>(const Agr<T1, T2>& a);

bool operator==(const Agr<T1, T2>& a);

~Agr<T1, T2>();

Agr <T1, T2>operator+(Agr<T1, T2>& a);

Agr <T1, T2>& operator=(const Agr<T1, T2>& a);

protected:

char\* tractor; T1 mass; T2 cost;

};

template <class T1, class T2>

Agr<T1, T2>::Agr()

{

tractor = new char[30];

strcpy(tractor, "Tractor");

mass = 200;

cost = 600;

}

template <class T1, class T2>

Agr<T1, T2>::Agr<T1, T2>(const char\* name, T1 n, T2 t) {

if (name == "")

throw "Название не может быть пустым"; //Ошибка

tractor = new char[strlen(name) + 1];

strcpy(tractor, name);

if (t < 0) throw "Стоимость не может быть отрицательной"; //Ошибка

cost = t;

if (n < 0) throw "Масса не может быть отрицательной"; //Ошибка

mass = n;

};

template <class T1, class T2>

void Agr<T1, T2>::print() {

cout << endl;

cout << "Трактор: " << tractor << endl;

cout << "Масса: " << mass << " кг" << endl;

cout << "Стоимость: " << cost << " руб" << endl;

};

template <class T1, class T2>

void Agr<T1, T2>::input()

{

cout << "Введите название трактора: ";

cin >> tractor;

cout << "Введите массу трактора (кг): ";

cin >> mass;

cout << "Введите стоимость трактора (руб): ";

cin >> cost;

}

template <class T1, class T2>

Agr<T1, T2>::Agr<T1, T2>(const Agr& a) {

if (a == NULL)

throw "Ссылка указывает на несуществующий элемент"; //Ошибка

tractor = new char[strlen(a.tractor) + 1];

strcpy(tractor, a.tractor);

cost = a.cost;

mass = a.mass;

};

template <class T1, class T2>

bool Agr<T1, T2>::operator==(const Agr& a) {

return ((!strcmp(tractor, a.tractor)) &&

cost == a.cost &&

mass == a.mass);

};

template <class T1, class T2>

Agr<T1, T2>::~Agr<T1, T2>() {

delete[]tractor;

};

template <class T1, class T2>

Agr<T1, T2> Agr<T1, T2>::operator+(Agr& a) {

Agr v;

v.tractor = new char[strlen(a.tractor) + strlen(tractor) + 2];

strcpy(v.tractor, tractor);

strcat(v.tractor, ",");

strcat(v.tractor, a.tractor);

v.cost = cost + a.cost;

v.mass = mass + a.mass;

return v;

};

template <class T1, class T2>

Agr<T1, T2>& Agr<T1, T2>::operator=(const Agr& a) {

tractor = new char[strlen(a.tractor) + 1];

strcpy(tractor, a.tractor);

cost = a.cost;

mass = a.mass;

return(\*this);

};

//Второй базовый класс

template <class T1, class T2>

class ClassDvig {

public:

ClassDvig<T1, T2>(const char\* dvig);

ClassDvig<T1, T2>();

void inputdvig();

void printdvig();

protected:

char\* dvigP;

};

template <class T1, class T2>

ClassDvig<T1, T2>::ClassDvig<T1, T2>() {

dvigP = new char[30];

strcpy(dvigP, "Колесный");

};

template <class T1, class T2>

ClassDvig<T1, T2>::ClassDvig<T1, T2>(const char\* dvig) {

if (dvig == "")

throw "Название не может быть пустым"; //Ошибка

dvigP = new char[strlen(dvig) + 1];

strcpy(dvigP, dvig);

};

template <class T1, class T2>

void ClassDvig<T1, T2>::inputdvig()

{

cout << "Введите тип движителя: ";

cin >> dvigP;

}

template <class T1, class T2>

void ClassDvig<T1, T2>::printdvig() {

cout << "Тип движителя: " << dvigP << endl;

};

// Производный класс

template <class T1, class T2>

class Engine : public Agr<T1, T2>, public ClassDvig<T1, T2> {

public:

Engine();

Engine(const char\* name, T1 n, T2 t, const int pow);

~Engine();

void input();

void print();

Engine<T1, T2>(const Engine& a);

Engine& operator = (const Engine<T1, T2>& a);

protected:

double pow;

};

template <class T1, class T2>

Engine<T1, T2>::Engine() : Agr<T1, T2>(), ClassDvig<T1, T2>()

{

pow = 240;

}

template <class T1, class T2>

Engine<T1, T2>::Engine(const char\* name, T1 n, T2 t, const int pow) : Agr<T1, T2>(name, n, t), ClassDvig<T1, T2>()

{

if (pow < 0) throw "Мощность не может быть отрицательной"; //Ошибка

this->pow = pow;

}

template <class T1, class T2>

Engine<T1, T2>::~Engine()

{

Agr<T1, T2>::~Agr();

}

template <class T1, class T2>

void Engine<T1, T2>::input()

{

Agr<T1, T2>::input();

ClassDvig<T1, T2>::inputdvig();

cout << "Введите мощность двигателя (л.с.): ";

cin >> pow;

}

template <class T1, class T2>

void Engine<T1, T2>::print()

{

Agr<T1, T2>::print();

cout << endl;

ClassDvig<T1, T2>::printdvig();

cout << "Мощность двигателя: " << pow << " л.с." << endl;

}

template <class T1, class T2>

Engine<T1, T2>::Engine<T1, T2>(const Engine& a) {

if (a == NULL)

throw "Ссылка указывает на несуществующий элемент"; //Ошибка

pow = a.pow;

this->tractor = new char[strlen(a.tractor) + 1];

strcpy(this->tractor, a.tractor);

this->cost = a.cost;

this->mass = a.mass;

};

template <class T1, class T2>

Engine<T1, T2>& Engine<T1, T2>::operator=(const Engine& a) {

pow = a.pow;

this->tractor = new char[strlen(a.tractor) + 1];

strcpy(this->tractor, a.tractor);

this->cost = a.cost;

this->mass = a.mass;

return(\*this);

};

int main()

{

setlocale(LC\_ALL, "Russian");

cout << endl << "Ошибки: " << endl;

//пустое название

try

{

Agr<int, double>a1("", 1, 1);

}

catch (const char\* e)

{

cout << e << endl;

}

//отрицательная стоимость

try

{

Agr<float, int>a2("LZ", -1, 1);

}

catch (const char\* e)

{

cout << e << endl;

}

//отрицательная масса

try

{

Agr<float, int>a3("LZ", 1, -1);

}

catch (const char\* e)

{

cout << e << endl;

}

//пустое название

try

{

ClassDvig<float, int>c1("");

}

catch (const char\* e)

{

cout << e << endl;

}

//отрицательная мощность

try

{

Engine<float, int>e1("LZ",1,1,-2);

}

catch (const char\* e)

{

cout << e << endl;

}

system("pause");

return 0;

}

**Результат работы программы:**

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAcMAAACsCAYAAAAHU8flAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAAEnQAABJ0Ad5mH3gAACnESURBVHhe7Z09bBtLlu+PuHcGeJhgogV2QFw5MAY03toXeC8aQsLulYIX0DkDyoBSUtFgAQYWwEiAHTAXGUwiXJsBcyuUHFjodAazgYWBx7aIxrzF4j3sApvNh7ZOfXRXf1eTTV5J/f8ZvJeUqK7PrlN1TnX9twaDwe0PP/xAAAAAQF1p6P8DAAAAtQXGEAAAQO2BMQQAAFB7YAwBAADUnsbvf/97/XbzbD1/Te/fvw9eb4+e6N8AAAAAm2Pr6dOnt1++fFEfhHG6HLble8af9+ng9KP+VC3PX7+nYdunef8FnX681T8FAAAANk/jm2++kW+eHL0VhnBbGKc9+v7772lvb0w33Sm9f/1c/r5K2OjCEAIAALgrNP7yl7/Q1tZzOuw2xUrwJDBOt7fv6HjsEbV7dPRkS/6sKjq7YvXpzWAIAQAA3AnUBprOLrXJp6uLa/kx4PwDedSkbx+b+N5rer61RVtPjujt+7fSSLIhff3+Pb1+rgwmuz/fvz2iJ+J7jPm9WWFubT2hR9tE/uKT+q6JGVp/w/BKNfU6JdKykdcTv0NcEgAAQJwGm5EWWye6oa8xW0j0iRY+0fajlv5cns6roTC0No/p2yZRszulIY21S7ZPc+rS9FVHfycKG7lXl+I6/pz6e3v08l36ijKZFgAAAFBMIzAr/kKYvmpRsUH9IY4nDOHLd/Lt7e1HmsyyXLKd0BC+mNDH23RDmJuW4OPpgTS869oQBAAA4P4iV4aS5rdizVYlLRr02uTPxzQXq8s47CaN8GlBvnbJBjTFatHBEBalBQAAAOTRoK0tuv56oz/GUS7Nm6T/tJDHgxF1aU4nk/h6U7lenRBGcMzWTRjFw3QPqiQ7LQAAAKAYtYFGrsratBs3OHJjjUcfzvVnV4TxGnab5M0mFDej7BJl29uMLAHF2m5/R6wLk2l9mrygvjCI7eFlsHEmQk5aAAAAgAsNYZ3o9uMpyZDd8E0Qs+Mdo2+G7Ho8o3eZ7skcvHHmRpfzszn57WFg3DitkXy0Iz0tjvfJpzyyDGJOWgbsJgUAAJBFsIHm3cvvxQqMqDu9lEbjctqlm/FebMNJm4aXl/J3TfGPv3vJMT392xCPxsfZy0k2vi+EdWPjlp1WFM6fMYhRg5afFgAAAFDE1rNnz24/f/6sPwIAAAD1A6oVAAAAak/jdpl4IAAAAPCAaDx69Ei/BQAAAOpJ46c//al+CwAAANSTxpZ1ODYAAABQR2AMAQAA1J7GX//6V/0WAAAAqCeNT59wnie4eyj9TK11iZODAABrRj5nqMR6Q9FcgxqQlIgvAJuCRZsvh9s07+9J2S1IbwEA1g2eMwR3CqVL6QtD+IJOP6JvAgA2A06gAXeKzm6byJvBEAIANkppY2jUH4LX6+f6N2JWv/WEjt5avzOvt0f0RO9azfzO+9f0PLaz1Skt62cMu9jsn8nPkfSf0+vYtZh4jCr++yJc88OsnJZ2a9t1Zter7e7OqsN4Pahrhi5xmW/7+jl5Tvwu9kpVGkmBy/BoWwk/q/T1y24/mVayr5jycGzRNT9pbVOW7P4sXvraqg2S4Yas8ESk7NbfuZTLqX5K9B8A6kKodO8A32gjOgniOHt7Y/Law2BzA2sVnh6o30W+0+zSaNCS3wnwxtZ3+jT32zR8M4gMenlpLUvnVVJlg9O6HBKN91SMyqS16kCZRiVpPf6WmuSTL+os0KDsHFK3qd9reBCedm9S07q9fUfH/aiUloHzOGx74u+OpaRWUZ5v372UP5e/42uKf3a8r0heK0SJSTe7UxqS6h+yb1CXpq9y1J1jVJefElj9mV+ssGK4nszIEy22sx+9BzqHXWr6czrToivGYA2359QP6vqEaF+VvbJyOfYfAOpEIOHEGEkl87ocRs0G34z2RgYeUD+Imz4u1Ls0N1/po45hriMtNcjrDxqeEQ96Ud1GTuuMFfbbu4kZ9ipUm9YNXV351O6pCQS7F/35WEwqiLYfteTAesiix2Nl0BhpAKUOVk+uNkIprVcUmpoOvRKVZP5uk/UTwIbl5Tv5lidYEym2qfJ8Hwn67s5+xEOhPMKToM+3Bj0ppj1+Ef5MTjBPVV1US37/AaBuRB6698bhLFPOPu3prSbqwhGz2BTjYruNWO9QLCmSuwF5ZRF8Z0rdm3AANBSlJbGuk/kdSUsP6uqGDwlXI/Z1pstOk3PzU2Fa/oIuLq7Ib+6IhcOAem2fri6sx2Q6u2Jg9WkRf3Lm00L8tElmTsGTjrEnVuWBRqVYOUfEkiuuHwfYTRohlmdRyVJXU+Vlxd3OsfZKczFWgRS0bnbpMFiJcft49MGS4nzMFe19CCYdy+NQP0X9B4CaUSpmyMZJuc9Coxm3l3FXKbvUxJ2ZdAPG3UrEg1I4ELmkJclxT9k8HoyoS3M6maTf8PGJgHq9LD8wOeRn1bRaHFhjric084QBGwpD5s1ocq1+XAaevMg4neex44w8Ty4NghWMobL6yeUTLSITlSzCfqEEqe2VbUkS7cWG5FX1BvH6gsRCTCymVU7VSixcbZt2qIb8+qmy/wDwUHA2hsatU3bmalxEaQOszbn6ErGHZtm0MhEz8iG7DGcTSt7vagA2g9R6qT4tueIQ/+Zn53Ii8vVGFJeXUInVlEbGi8IVSctMEs4W8vPibBaL8W6ufiL5t2jt70TybHPNf6D7TRXY/bBKQncvu5a5f3s0s6yPKbv6fXWGuKh+MvsPADWjxMpQz9oto6ZWb/JtJoFhs+KBacgt9XRDX+X4sFxauURcfyE8AFzIKXtyI0nVVJWWdKfp+uS438H3B4lHEfjncuwdhqscbguOB5oVCe8qHCUmCecyrtjsjlRccYP1w8jB2UrL5NFeRdlE+83qyOv5V3RR0fUinH8QJp1XnuyKTk70lGESv7c2C8mww9HyG7nS6sel/wBQN5wfuudBcXKi4h5THY/oLfrUtwJw8XghvzhmyDGoeDwwHqtRO+jUpg2XtMrh0fg4ZVmh+Xh6IK8d30C0jt2kG0lLTyLevTRuP5UWt8X2vC/jt9IwcpwwZZKg4ogcP1SGdJP1E27q0XkWebxJxJzDMqkH9I+FCV+StH5obWCpkmDjkV6JxZFlNzt1dX4uL0dEF2VLt2L9FHhxAHiIbD19+vT2y5cv+iMAYJ3Ix112rtZmcAEAy4ETaADYEPxoj1jo0vwEhhCAuwaMIQBrxjwipA4fx5mrANxFtp49fXr7GW5SAAAANaax1cDiEAAAQL1p/O1vf9NvAQAAgHqCZSEAAIDaA2MIAACg9kQO6gYgD340wDwMzq9V5bQAAOCuIFeGgdinJaLKmC3hmziGC9xtuC+oRwPCA7sTSiQALIk5vcpMsNTEaz0KIgCk0SD74V+Wc9EH+gZnioLao3Qg+VgvPCMH1oM8gnHGZ+IqqTDWUrW1OAFYNw1h9ZSSgT+nuWepHHR2aTuh/QfqiDzs2ZvBEIK1Yiv588tZuR+ACogc1H3xwQukejq724HYp618zWcr2nGjrMOajYtVvdIFRou+45pWFsHB4bG/k+nGfhaPh5VOy7iaLdeOfXC57WrOKhevxl/bn+U1w3pR9WVdPyfPid/FXq6uby6D1DtcfIq2l+VSz3JpmfKw68s1P2ltsyx5/cclP7brLnKttHCCXR/xdkzph1l9c9U8GxLfjaXDhH02/XtFbZFVhrS/K7qXi+oQgHUT3U3KEjOspyZukt52UsaGb7ARnQQzNxbu5RP27Y0UphMrFQoVX9rbOyHat2VpHL7jkFZVcFqXUpDf5EUrB5S5EaVOoE++36ZA+q9zSHFBeB4Upt2b1LRY1eC4H5UwMnAeldixch0V5dmeZe/xNVkpwYr3uc+6Q6X7ISkh3L29Ps2pS1NLaqiI6vLjRl49M2Xyw2Wf8uHa4louZe+8GtIyEYaiPu+aZ+f+rPusuUaWMPaqFLVFGsvWIQDLIo1hoHxN53Q236bdw29JLAsTQrh8M9qbJoxwry0G2hr0RCcWg7Z1Kj/HA05PQwknl++4pFUFPLsd9KKq44HUTmmh1Ru6uvKp3RvIGS67F33taubVNU8CDlk/0IqFSAPIo1C7p/QDAwkjW528I3UIzd9Vm2dHLBkuE98xeb5ruNRzKfxQ1onLrvQd0+tZTVr0h5JU0efL943qtCDTWKYtVqlDAJYl8Zzh9cUVbbfZRXotb/y48rV0ZxhXB6/uYp1WCocWKNS7fIcpSssZnoVmXidc+djfmcaXdC74C7oQ9efzRqTOgHptP3A1Szq7YhLg08L6kSSmSs+DotQhZL1B8a87VZqQ4Wqlwjw7wm7SCAkl/VBDL8st7kysvUrvKnSsZ2diwtTZ6vEtbYiWj7Wv3ufd+4acBIs+G6+mCC5tkXd/lW6L1esQgGVIGMM85Wu+UZWrLnTN2K4VnpUGi8wMXL7DFKVVCl7V6GtkXccbh+mEr5eFBtsQrK6vJzRjYdwhC+fOaLLErNvUke95YsDwyfPEqJAiuLpqnt34RAunQSlsq/6cpDCwuxM1RqK92NCGiv13lceDEXVpTieTXPOSSZV93qVv2Ir3mbi0hcP95cqqdQjAsiSMYRbs7pCPWuSs6MxKMs9V5/Idl7SqQw32ZuNQFZyf6XjO2Xl0dZ01G5axG48+aDnylhkQzhby8+JsRl6zS6OBWYpUn+cs0rwDTGt/J5Jnm+yV03Kcs6+wzPUc63lZ1MQn5l4U7TNkd+BskggvuFBdn3frG8GEK7Fky2etbbFiHQKwCtIYOs0QzQrBWqGomax8G6AMgZg9WhsM+MY7OgqD5cXfcUurCniwVzGg5KaVMth1mLW65p/LUNswnFnzIMjxQBPj4R1+o8SAcC5jLM3uSMUVK8qzK7K9rLRMHu24lI18FKPCWJS8np/c0JWFSz0vS27ZI67sslTT5537htzcxW78co209rZYqQ4BWB6349jEDdoSQ/PkRAyKYvY21bGh3qJP/Zhjnzv/C7NbTMcQLi9HRBfhFLDoO3xDu6RVFR9PD+S120MT89KvnN1updGD3LuXxtWk0rq8HNL2vC83TshBguOEKQOCiiNy/FANKhvJs0a2lzDGJq1Lkceb8V7sBJqwTOoB/WNhwpfE6hfyerzr2Nps5UJePZfG7qepZWc8Gh8XlDjS36dqpzH/TLRZlX2+qG+wkeWH2v35SfGzoxttC4c6BGBNbO3u7t7+9re/1R8BAAb2VgzeCKN1E+6krZJ1Xx8A4E7j2bNn+i0A4MegbNwOAFA9zhtoAADVwq7R0wMceA7AXQDGEIAMjLGCCxOAhw+MIQAAgNoDYwgAAKD2wBgCAACoPY0PHz7otwAAAEA9waMV4N7C6gb2A+HrkPcCANSDxs9//nP9Vj0EbMRo1WtF9QEA1oQ6RWU7oueHRxRAVZix0Eyw1MSrpHoKuFcEMUN5FBgfEUUxwd1Dpc0HwF1B6d3xkW8vio8TA2AJ5PF4Mz4PWElh8fF1tiYjeHhsDQaD2x9++EEdCrzEuYMAbBrZV1l1H8//AQAqYuvp06e3X7/+o1gV5h9kzLNxnh1lwfpp5nDpJ0dvo2KirHdmDVxxw6tWpUrAlr/HygBvpLAta7tZ6u58jqO4bJm0DDLNIPvhqsK1XFUMwFlnUaZdO5GvjHJlUUUdprfLDl3pulN1al0/J89l+k8epgw7V32afTsN29RSo1dpUZAvgykP9/MXXw831u6GvL7qUj/H562g7Cc0Cq9llZ2Rec67v1L6YVbfXDXPpk3z+oYh7LMW1veK2qLM/bXqGAUeHo3vvvuOBdpIKrTlaO6waoKJzez1WYKJDUoYr4kOrDeBQOmeUafIUVPovBKdTL+XSK0zkYLfpkCWTUrO6Pcal7S4E79+rzu27f7dVxd2LdcmCQdz9zpMUEEd3t6+o2OuE/E5LgfEeUwawuw8V1fPoZK7HOBkWn2aU5emliRYEZtu96K+WiY/XPbpzpXszy5lT9xfjnCbjoTZDfKl82ziaK55du7Pus+aa6wiEpxHJWMUeHCoDTSyE64OG55DMdravnU5oHKvbvdSN+OoQVV/iHBDV1e++DMVs2QdNX8+Jla02X7Uck6rNeiJTiwGbWvmLI/ZOr2bszs5u+1Ftd64XGdc8BxB5HRWr8NQvslWru9IPTrzd9Xm2RFrhm7iO1l97MdmmfsiF2slyGVX+oXp9Zx9fxXDxs72FHGeWds3LvScR/m+UZ0OZhrVjlHgIVHtQ/edXWF4fEocwp+ldk0tfaOoATqCv6CLiyvymztiETegXpuFSK0LO6YlRXerUszn2WOw05ZfS+4ui10neqOFKx/7OxGXjisV1SEPilKPTrqwWFNRuYvC1UqFeXYkofSQ6GOhft7Ku6JXbffS90UBMSHu66834r9p6vM595cj7C60y17eKLj3jZaS3qd4NUVwaYu8+6vKMQo8KJQxlB1BrRY2yePBSO5ePZlEe6a8KZjrCc1Y0HbIgrczmpScMfKs1FyqEng1ol1Ayo3DA26o4O1M4jr65xYcb7G/o14vnY16VXXImHr0PU/0E588T/QWS5HdsGqe3dCK8IWwC1flpz8nKYrs7kSNUVW7b5is+8sVGTeTrvCwXdP6qgsufUNOXGOGPoFLWzjcX66sWofg/qCM4fUFsaelubO/2mMUWbMr6Yb16IMtYt3s0pDdFbMJ5Y3P52c6FnF2Ll1CPAmWbhqHtMz31+WqO2efUeqMfBXUYN8OAn2rs0odMi0zIJwt5OfF2Yw80X6jgSl49XnOIpJ/i9b+TrKPabJXTstRut3L3BdLoCY+Mfei4/2VBbsTd3lFtbJXxa1vBBOuxJItn7W2xYp1CO4X0hjyADM5EQOmaHw7EM8d9Oj1kbOB5PiSDN0Mw5ka31QcX7JjBgFiBpe2UcGeIfI1D74/SDxP5pqWMgRi9hgv11GJzSgZcAyO/Cu6qPBO4bZQMaDkppUyVFWHvMNvlBgQzmWMpdkdqbhiRXl2RbaplZbJY2ofE8h2qjAWVbbdS98XJcgte8b95YZegVseALVSlG+dce4bcnMXu/HLNdLa22KlOgT3icbvfvc7+YY7yQuzq0r72i8vR0Rn4cYTF969NK4LFa+5vMx6ZMOj8fGSU2J9g7qklVmuiyXStq7Br3U9l/nx9ID6c2HChybmpV85u91K41CHcpDgOGHKgKDiiBw/VIPKRvKskW0qjLFJ61Lk8Wa8F+tjYZnUA/rHwoQvSQXt7n5fOGD35dSyMw73V+SeUI/cyJ+JNotMkHWee4u+bOOyFPUNNrL82IU/Pyk+RGGjbbHCGAXuHVvPnj27/fz5s/4IALirsEcj7Tm6qlj39QG4y1S7mxQAcO8pG7cD4CHQuK3YxQcAuJ+wa/T0AAeeg3oij2P78uWL/ggAAADUj0bO/i4AAACgFjTgJAUAAFB3sDIEAABQexqkHzwFAAAA6kqDsJsU3EFYKcB+uNrIBgEAwDqQMUM+0umtGHDSNOtWPvEfgJKoE0m2I9p42O4PAFgnjV/+8pf6LQA/Pko7jo9PU2r6AACwCXACDbhTyIOXvRkMIQBgo5TeTfrk6G0klmMfxCzVIN5avzOvt6HyReZ3UkQ6ndKKHQQtxUitn8nPkfSf0+vYtZh4jCr++yJc88OsnJZ2a9t1Zter7e7OqsN4Pahrhi5xmW/7+jl5Tvwu9nJVsuAyGBkflb5+2e0n00r2FVMeji265ietbcqS3Z/FS19btUEy3JAVnoiU3fo7l3I51U+J/gNAXSj1nCHfaCM6CeI4e1oNwmxuMMc5md8H34lo32ksAc69vT7N/TYN3wwig15eWsvSeTWkuAoNp3U5pEDE1KS16kCZRiVpSe01n3xRZ4FMnJTA0e81PAhPuzepad3evqPjflQKycB5VKKux0rGqSDPrGDBP5e/42uKf3a8z10CJ1RFH5LqH7JvUFRarIjq8lMCqz/zyxaUvZ7MyBMttrMfvQc6h11q+nM608IIxmBJJYagrk+I9lXZKyuXY/8BoE40fvKTn+i3rI4SlVhhWRUbvhntjQw8oLK2ZlxodWkslet1pKUGef1BwzPiQS+qZcZpnbFUTcWiwNWmdUNXVz61e2oCwe5Ffz4WkwpWZ2rJgfVQjG7eWBk0RhpAHqXbPaVDGEgh2SrwHantZv5uk/UTwIZFqyZIKSEpQKfyfB8J+q4lns3tozzCofxQa9ATEzUxCbEkieQE83QdChL5/QeAutH485//rN/yGBTOMuXs057eaqIuHNaK07/QxN1GrBUmlhTJ3YC8sgi+ky4bU5SWxLpO5nckLT2oqxs+JFyN2NeZLjtNzs1PhWn5C7q4uCK/uSMWDgPqtVkY1VIb6OyKgdWnhABBTOmbJx1S2411C8W/7lSsnCP6hRXXjwMJ1YSEOnmoRbfybudYe6W5GKtAChI3u3QYrMS4faLK6lKQeWVlecahfor6DwA1o9QGGjZOyn0WGs24vYy7StmlJu7MpBsw7lYiHpTCgcglLUmOe8rm8WBEXZrTyST9ho9PBNTrZfmBySE/q6bV4sAacz2hGQvsDlmAd0aTJZTcefIi43Sex44z8jy5NAhWMIbK6icXra5eSNgv+nOSAsPuTtQYifZiQxKqoFfG9QVJwXftl1QrsXC1bdqhGvLrp8r+A8BDwdkYGrdO2ZmrcRGlDbA25+pLxB6aZdPKRMzIh+wynE0oeb+rAdgMUuul+rTkikP8m5+dy4nI1xtRXF5CJVZTGhkvClckLTNJOFvIz4uzWSzGu7n6ieTforW/E8mzzTX/ge43VWD3wyoJ3b3sWub+7dHMsj6m7Or31RniovrJ7D8A1IwSK0M9a7eMmlq9ybeZBIbNigemIbfU0w19lePDcmnlEnH9hfAAcCGn7MmNJFVTVVrSnabrk+N+B98fJB5F4J/LsXcYrnK4LTgeaFYkvKtwlJgknMu4YrM7UnHFDdYPIwdnKy2TR3sVZRPtN6sjr+df0UVF14tw/kGYdF55sis6OdFThkn83tosJMMOR8tv5EqrH5f+A0DdaPzhD3/Qb/PhQXFyouIeUx2P6C361LcCcPF4Ib84ZsgxqHg8MB6rUTvo1KYNl7TK4dH4OGVZofl4eiCvHd9AtI7dpBtJS08i3r00bj+VFrfF9rwv47fSMHKcMGWSoOKIHD9UhnST9RNu6tF5Fnm8ScScwzKpB/SPhQlfkrR+aG1gqZJg45FeicWRZTc7dXV+Li9HRBdlS7di/RR4cQB4iGw9e/r09jPEfQHYCPJxl52rtRlcAMByQLUCgA3Bj/aIhS7NT2AIAbhr4Dg2ANaMeURIHT6OM1cBuIvATQoAAKD2lDqODQAAAHiINLYQMwQAAFBzEDMEAABQexq32NUGAACg5mBlCO4k/BiCefCcX6tKdwEAQB7SGAZin5aIKmO2hG/iGC4ADNzv1GMI4eHgCdUTAJbEnJRlJlhq4rUetRJwf4iuDFnORR/oG5wpCsAGUZqTfIQYnscD60Ee9zjj83eVLBnrttq6n6CeKGPISgb+nOaepXLQ2aXthPYfAOtFHiztzWAIwVrh83eN14FfaYf4g3oRWRlefPACqZ7O7nYg9mkrX/PZinYsxz6s2XY3KNerEhaNvDeHeccOeZYu2djP8tKyMe5c9QrFTONxp/jLuH/T0i5LmXIl8lUy7cCtbbl27EPSbbd2Vh3yyv+1/dlqI0bVqXX9nDy71nMRXAaprbj4FG1Ty31v9zEbUx52fW2y3Q3F94X1u9iL82O77iLXSgtd2PURb8eUfpjVN1fNsyHx3Vg6TNhn079X1BZZZUj7u6Jxo6gOQT2JPmfIEjOspyY6bm87KWPDnWzavQmEQ1m4V56wv4ZO5JKW6cRK8cJ874RoXxl0e/a319e6bVYc6seYDfLAcSnF/1eoQ6lJKErjtymQGewcUlx8Pq8OWUHhmOtEfI4bK86jElZWrqOiPFdXz6Gq/pCU6O7eXp/m1KWpJWtUxKbbvaivlskPl33KB3mLa7mUvfNqSMtEM7hNR3QS5kvn2cTRXPPs3J91nzXXyBLhXpVlxqhl6xA8LOTKMFC+pnM6m2/T7uG3JJaFESFcNjyHrH1n+dblgMq9ut0LVhRV4JpWa9ATnVgM2pYCAMcDTk9jclF3BJ7dDnpRhfNA1qe0qOsNXV35ojoGcobL7kVfu7V5Je9Sh6Fckq2E3pGah+bvqs2zI5bkl4nvVN3HqqLy+8IPJaS47EpLMr2e1aRFfygJGzt7UxLnmXWNywj7lu8b1elOprFMW6xSh+Bh0aCtn+m3iuuLK9pus4v0Wt6MgfJ1Z1cYHp8WynMakqWoXgTP1ixXRqRDOqYlRUqrUsOP5Wfp3WV55bJWPvZ3puIGLo2/oAvRVj5veuoMqNf2A7e2xLEOeVCUmoesbSj+dadKfzJcrVSYZ0fYTRoh0cdCvT7bLb4Uq7Z71fdFTAQ7W6m+pQ3R8nF96S60yl7eKLj3DTnhFn02Xk0RXNqignEjZPU6BA+H6G5SwcaUr3n2r10uy7hNeFYaLGirIJEfHnBDlXhnHMrljUN3U/h66WzUg5X89YRmLMI7ZJHeGU2WmHWbevQ9TwwYPnmeGBVSxF1XzbMbn2jhNCixC1flpz8nKULs7kSNUVW7b5jHgxF1aU4nk1zzkgkbQuUKD9u17D1ocOkbtrp+Ji5tseK4YbNqHYKHRcIYZpI1u5KxAI8+LC01noJDWmbVui5X3Tn7jFJn5KugBnuzSakKzs90POfsPLqSd2yvlhkQzhby8+JsRl6zS6OBKXj1ec4ikn+L1v5OZh/LXjktR+l2X/N9oSY+MfeiaJ8huwNnk0gowxV2J8rHplb2qrj1jWDClViy5bPWtlixDsHDQxpDl1kbrxhl6GYYztT4puL4kh0zqALXtJQhELNHa4MB33hHRyU2o2Qgt/j7yU1EqxDGgJKbVspgt1fWSt6lDnmH3ygxIJzLGEuzO1JxxYry7IpsUystk8esPibbqcJYVNl2X+d9kVt2sUJafiOQXoFbHgC1UpRvnXHuG3JzF7vxyzXS2ttipToEDw23laG+ad69NK4LFa+5vBzS9rwfOx1E/f4yiEHZ793dWS5pced/YXaL6RjC5eWI6GKJ6bh1DX7JHarWxpyq+Hh6QP25MOFDE/PSr5zdbqVxaC85SHC7pAwIKo6o2osHlY3kWSPbVBhjkxb3nZvxXmof49+rB/SPhQlfkgra3e2+cMTuy6llZzwaHxeUOHJPTNVOY/6ZaDM2YpMTMekQq6OpznNv0ZdtXJaivsFGlh9q9+cnxaGXjbaFQx2CWrH17Ltf3X7+47/qj+tDbsHuLdZiYAC478idmW+E0boZBztpq2Td1wfgvuMeMwQA3HvKxu0AqAsbM4byId6DU6wKAfgRYNfo6QEOPAcgi425SQEAAIC7CtykAAAAag+MIQAAgNoDYwgAAKD2NHIelQUAAABqQQN7OwG4f/Bzu/YD6kZ6CQCwHFvfffer2z/q3aRKCyx24jwfjIuHdAG4M6ij0/jknRfrP1AfgJqQXBmynpoRFi1/OhMAYI0o/T0YQgCqBjFDAO4R8vBqbwZDCEDFRFaGUg2hAD5J/60Vq5Cv2IHN8XhG2nfykMoTb2N/H7uO+Q7HSti9G/z+7VFCiy/ye+saNi55drpORv3wwdivrb9R3wuFaZXQaihmmsiPlVZQP7H05TWsn8nPVn3E82CorL0K8sNk1aFz/QT1a9WV1V+MekJR2VPLbL1sFYa8tihD3r2j0gjLpMob+44op5FCivzeKqeq36TgsUmby+WSlisyvbR61mkZ8spuyLu/7DaOvsJyMG7trv7G7mPme5xnlzoED4/kyrBIgFNqg7GbRgl6xsU1ubPxKfVG8HMld6uDkCerbE93rkLXLnVpakk6cceedm8CEdM9o3IRuxGVbpwSO03Ls+t1surn9vYdHfej8kQGrjMltHqspJVkHVJxWiXpvBpSXKWn0vYqgNMa0YlMxy4XT2hc6+dc16/vtymQ0ZMSQfp9BvGyy+MBTT44XavN+GWUPCpti4J7x6DKq75n0lN1EirLD0ndG/E+fz2ZiV7cpJ39qAhg57BLTX9OZzGhhuy0ysMG5ZWorLYOtUTUUBzGjay+EcEaE1RfbdPwzSAwfnHS+nwRZesQPAyClaGZdbqRrR9njMqqoqbO8I2nlTBCfTUl+Ms356EYJb2xMjKMHHT5Tmz3EjM/MeWmtGOMS18no35CeSJbyqoj9dbMtbkdBr2o/hqndcYWagUhYzXo6Q8Wm2wvNkD22ZhcLtZvNWK+LvWjuKEr0c7tnhoE2XXoz8fSiG+nKMFmlb2I9bRFsfaireNn6igioGttapNyTFLET/XDoE539iOrI+VdTSrGFKbljGgnYwgzlWmyy17UN3LJmMAv2+5l6xA8DKyVoZp1Fp1qLwfPDKPBKOVxa9a+bmI3QkT5vLMrcuJTokgpiti5LuIS1ymqH6UVKGazgcajGEAimoLh7N92ByV2+TK8QrG+k33jt/SgrgyGTaXt5ZCfiEsu5TvF9SMQ9XtxcUV+c4f2OwPqiZXN1UVWjWeXvZgSbeFAUd/gdmAdPlknOR6axD0a64dSILnZpUPTprL/xic8bmk5IXUR8w1hcdmL+4bE6mNSpzFTkmqVdnetQ/CQCE+gaT0SJqSYIlV8HszY7bRtxFmNsOgdJlgVrzooCIrqx6Tle54YwHzyPLmcSbh5jNsy+npprY4EDm5k5vFgRF2a08kkORRV2l4F+eHBTrk7w7LFv1NUP2olK7ie0IwFiIcsUDyjScaKI6/srji1hQNFfUOkJOsmqx0Dhfoiri9IOUjUSK5WznGl96K0SiCM4Jgtjm08YhSV3aVvSOJ9jNg4RuOGzMrt7lSH4CERGMPW/o6YW/IMO9uHEwxUOatHGTfQCurcWdcZg0pDDZbaHZOycpPI+IU9y1MrAC9r2ud4HZf6aZmb9GwhPy/OZuSJQWQ0MO49NeAt56pKQVx7yC7e2YTSWnZT7WXcTKKScweU4voJkbN38W9+di7dhbzIjbjVCspeTHVt4dI3DJ840dgEif8utYwCde+G/TB0nbIrl+vdo1nGbCErrbJ8mrwIFO8TMd+Csrv2jTTO2Z9pPEGGldu9XB2Ch4E0htwZOSZmYgeZyI0K+QazNeiRmEPJAWrT8G6vkSiHmcFxDEr25+GrYOYoB/9hdJanguzZLhDX6xTVj8lf9CY9l7HHZnekYz4m7rn8RoYEwtBF3IwWm2svvaqxBl61GpBvJS71Y68wuF0Ovj/If8wgp+xFVNoWDveOQbqum9+KKZrqZ2wobnSwTU4ArPzE+3zA+QfRo9kVym7mbCOTl1ZZPp4eyNVcwiAWlr24b2QhY55pscgV2j3AsQ5dCFzAK26Cu2vXeUhIYzh4w8ZAIGZU08uYu4x99G+P6EhUHu869OcnmYOPuTHFaLa556DsGIJY4dyM9yKB+Hcv2d2i4iOqXEPanvfld3jGytu11U1nf8cqu+4seddhuHPl1Y80nnoFFr9JVZyM42PK2PKgYmbZpmzytVTH9Wh8nG7oNtlecqZ9ouIwpo/1Fn1ZTsa1fnb1zzKJrHKyy+5KFW1R1DfiBHFTUU/cz+yYabjJSPfDlD7P8CYQudGnYKKTl9YyqPtEGUTeCepS9qK+EcG63/k13Oadq/bmKqao3XV5ub+Jf92pLrv+rcG1DoswK+NVuSvX+dOf/lT4uo9s/dM//5/bX/3LK9q5Cgd2G+7MssNl7hD7ceAGHbzJC6AXU3QNWXbewo7j6MA9RD4OxI8d3bF79z6BOkziYux+8Ytf6Hf3h8b//l//U7/NoYKNJXcRnpHKzZQAPDD4sQKx8KH5CQbxZUEd1outX//617e/+c1v9Mf7QxUrQwAeGtKbIf19PuH80uVAHebzUFeG99YYAgAA2DwwhgAAAMADJXzoHgAAAKgpMIYAAABqD4whAACA2gNjCAAAoPbAGAIAAKg9MIYAAABqD4whAACA2tP47e+S55ECAAAAdaLx///ff+i3AAAAQD1p4NQ9AAAAdQcxQwAAALWnsaJ+NwAAAHDvwcoQAABA7UHMEAAAQO2BmxQAAEDtgZsUAABA7YExBAAAUHsa//APf6/fAgAAAPUEK0MAAAC1B8YQAABA7YExBAAAUHsaP/vZ/9BvAQAAgHrS+Oabv9NvAQAAgHrS+I///C/9FgAAAKgnjX/7v/+u3wIAAAD1BGeTAgAAqD04mxQAAEDtwcoQAABA7cHKEAAAQO3ByhAAAEDNIfpvKPIEkBquTUgAAAAASUVORK5CYII=)

**Контрольные вопросы:**

1. **Дайте определение исключения.**

Обычно исключение – это возникающая в программе нештатная ситуация, с которой программа не может справиться. Например, при делении на ноль выполнение программы аварийно завершается системой. С++ дает возможность восстанавливать программу из ошибочных ситуаций и продолжать ее выполнение.

Код на С++ позволяет напрямую возбуждать исключения в пробном блоке с помощью запускающего выражения throw. Исключения обрабатываются с помощью вызова надлежащего обработчика, выбираемого из списка обработчиков, который следует сразу за пробным блоком.

1. **В каком блоке описывается список обработчиков для возбужденного исключения?**

Блок try является контекстом для определения того, какие обработчики вызываются при возбуждении исключения. Порядок, в котором определены обработчики, задает очередность проверки

1. **Опишите синтаксис обработчика исключения.**

Синтаксически обработчик имеет вид:

catch (формальный\_аргумент)

составная\_конструкция

Обработчик catch выглядит как объявление функции одного аргумента без возвращаемого типа. Например:

catch (const char\* message)

{

cerr << message << endl;

exit (1);

}

catch (…) //будет выполнено действие по умолчанию

{

cerr << “Вот и все!” << endl;

abort();

}

Допустима эллиптическая ( … ) сигнатура, совпадающая с аргументом любого типа. Кроме того, формальный аргумент может быть абстрактным объявлением, то есть может не задавать имя переменной, а только предоставлять информацию о типе.

1. **Что такое спецификация исключения?**

Синтаксически спецификация исключения является частью объявления и определения функции и имеет следующий вид:

заголовок\_функции throw (список\_типов)

Здесь список\_типов – это список типов, которые может иметь выражение throw внутри функции. В объявлении и в определении функции спецификация исключения должна записываться одинаково.

Если список пуст, компилятор полагает, что функцией не будет выполняться никакой throw (ни прямо, ни косвенно).

Если спецификация исключения опущена, то предполагается, что такой функцией может быть возбуждено произвольное исключение. Например:

void foo() throw(int, over\_flow);

void noex(int i) throw();

Нарушение спецификаций исключений приводит к ошибкам на этапе выполнения. Эти ошибки отлавливаются функцией unexpected().

1. **Для каких целей используется функция unexpected?**

Предоставляемая системой функция unexpected() вызывается, когда она возбудила исключение, которое отсутствует в ее списке спецификации исключений. По умолчанию вызывается функция terminate(). Или же можно задать обработчик, воспользовавшись функцией set\_terminate().